# Паттерн Шаблонный Метод (Template Method)

**Назначение:** Шаблонный Метод определяет основу алгоритма и позволяет подклассам переопределять некоторые шаги алгоритма, не изменяя его структуру в целом.

**Другими словами**: шаблонный метод – это каркас, в который наследники могут подставить реализации недостающих элементов.

## Мотивация

На заре становления ООП, наследование считалось ключевым механизмом для расширения и повторного использования кода. Однако со временем, многим разработчикам стало очевидно, что наследование не такой уж и простой инструмент, использование которого приводит к сильной связности (tight coupling) между базовым классом и его наследником. Эта связность приводит к сложности понимания иерархии классов, а отсутствие формализации отношений между базовым классом и наследниками не позволяет четко понять, как именно разделены обязанности между классами Base и Derived, что можно делать наследнику, а что – нет.

Наследование подтипов подразумевает возможность подмены объектов базового класса объектами классов наследников. Такое наследование моделирует отношение "ЯВЛЯЕТСЯ" и поведение наследника должно соответствовать принципу наименьшего удивления: все, что корректно работало с базовыми классами должно работать и с наследниками.

Более формальные отношения между "родителями" и "потомками" описываются с помощью предусловий и постусловий. Эта техника лежит в основе принципа подстановки Лисков, который мы рассмотрим в одной из глав этой книги. Другой способ заключается в использовании паттерна "Шаблонный Метод", который позволяет более четко определить "контракт" между базовым классом и потомками.

Давайте вернемся к теме разработке приложения по импорту логов для полнотекстового поиска. Процесс чтения лога состоит из нескольких этапов:

1. Прочитать новые записи с места последнего чтения.
2. Разобрать их и вернуть вызывающему коду.

Можно в каждой реализации продублировать эту логику, или же можно описать основные шаги алгоритма в базовом классе и "отложить" реализацию конкретных шагов на момент реализации наследников.

public abstract class LogReader

{

private int \_currentPosition;

// Метод ReadLogEntry невиртуальный: определяет алгоритм импорта

public IEnumerable<LogEntry> ReadLogEntry()

{

return ReadEntries(ref \_currentPosition).Select(ParseLogEntry);

}

protected abstract IEnumerable<string> ReadEntries(ref int position);

protected abstract LogEntry ParseLogEntry(string stringEntry);

}

Листинг 2.1 – Класс LogReader

Теперь все реализации читателей логов будут вынуждены следовать согласованному протоколу. Классу LogFileReader достаточно будет реализовать методы ReadEntries и ParseLogEntry и не думать о порядке вызова этих методов или о необходимости вызова базовой реализации виртуального метода.

Шаблонный Метод позволяет создать небольшой каркас (framework) для решения определенной задачи, когда базовый класс описывает основные шаги решения, заставляя наследников предоставить недостающие куски головоломки.

## Классическая диаграмма классов паттерна Шаблонный Метод
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Рисунок 2.1 - Диаграмма классов паттерна Шаблонный Метод

**Участники**

* AbstractClass (LogReader) определяет невиртуальный метод TemplateMethod (ReadLogEntry), который вызывает внутри примитивные операции: PrimitiveOperation1(), PrimitiveOperation2() и т.д. (ReadEntries иParseLogEntry).
* ConcreteClass (LogFileReader) реализует примитивные шаги алгоритма.

Шаблонный метод - это один из классических паттернов, который и по сей день используется в каноническом виде во многих приложениях.

## Варианты реализации в .NET

### "Локальный Шаблонный Метод" на основе делегатов

Классический вариант паттерна Шаблонный Метод подразумевает, что каркас алгоритма описывается в базовом классе, а "переменные шаги алгоритма" задаются наследниками путем переопределения абстрактных или виртуальных методов. Но в некоторых случаях схожие операции с единым "каркасом" исполнения и переменными составляющими бывают в рамках одного класса. Использование наследования является слишком тяжеловесным решением, поэтому в таких случаях применяется подход, когда переменный шаг алгоритма задается делегатом.

Данный подход устраняет дублирование кода и применяется довольно часто в современных .NET приложениях. Шаблонный Метод на основе делегатов постоянно используется при работе с WCF сервисами, поскольку "протокол работы" с прокси объектами довольно сложен, и отличается лишь конкретным методом сервиса.

// Интерфейс сервиса сохранения записей

interface ILogSaver

{

void UploadLogEntries(IEnumerable<LogEntry> logEntries);

void UploadExceptions(IEnumerable<ExceptionLogEntry> exceptions);

}

// Прокси класс инкапсулирует особенности работы

// с WCF инфраструктурой

class LogSaverProxy : ILogSaver

{

class LogSaverClient : ClientBase<ILogSaver>

{

public ILogSaver LogSaver

{

get { return Channel; }

}

}

public void UploadLogEntries(IEnumerable<LogEntry> logEntries)

{

UseProxyClient(c => c.UploadLogEntries(logEntries));

}

public void UploadExceptions(IEnumerable<ExceptionLogEntry> exceptions)

{

UseProxyClient(c => c.UploadExceptions(exceptions));

}

private void UseProxyClient(Action<ILogSaver> accessor)

{

var client = new LogSaverClient();

try

{

accessor(client.LogSaver);

client.Close();

}

catch (CommunicationException e)

{

client.Abort();

throw new OperationFailedException(e);

}

}

}

Листинг 2.2 – Использование Шаблонного Метода с WCF

Теперь для добавления нового метода сервиса достаточно добавить лишь одну строку кода, при этом протокол работы с сервисом будет соблюден.

**ПРИМЕЧАНИЕ**  
Подробнее о том, почему с WCF прокси нужно работать именно таким образом можно прочитать в разделе "Closing the proxy and using statement" книги "Programming WCF Services" by Juval Lowy.

Подход на основе делегатов может применяться не только для определения "локальных" действий внутри класса, но и передаваться извне другому объекту в аргументах конструктора. В этом случае грань между Шаблонным Методом и Стратегией стирается практически полностью, разница остается лишь на логическом уровне: Стратегия, даже представленная в виде делегата, обычно подразумевает законченное действие, в то время, как "переменный шаг" Шаблонного Метода обычно является более контекстно-зависимой операцией(\*).

(\*) СНОСКА: более подробно речь о связи Шаблонного Метода и Стратегии пойдет в соответствующем разделе этой главы.

**Шаблонный метод на основе методов расширения**

В языке C# существует возможность добавления операции существующим типам с помощью [методов расширения](http://msdn.microsoft.com/ru-ru/library/bb383977(v=vs.90).aspx) (Extension Methods). Обычно методы расширения используются для расширения кода, который находится вне нашего контроля: библиотечные классы, перечисления, классы сторонних производителей. Но эта же возможность может использоваться и для своего собственного кода, что позволит выделить функциональность во вспомогательные классы разгружая при этом основные.

Для удобства диагностики было бы разумно иметь возможность получения строкового представления прочитанных записей. Прочитанные записи сами по себе формируют небольшую иерархию наследования (рис. 2.2):

![https://raw.githubusercontent.com/SergeyTeplyakov/DesignPatternsBook/master/Part%201%20-%20Behavioral%20Patterns/Images/ch02_Image1.png?token=AAsVsAZG7lMIIP2EQFKKRpv4t-xkE3d6ks5Us3EYwA%3D%3D](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdoAAAFECAIAAAAP6mjLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABjfSURBVHhe7d29jxzFuoDx+5+tDTJcaSVCL3KCEMsVlkAmQSQILFkG4ZRoEpDQxckGJAgkx84tEZBYBJDYiZPjiIhTX11dVf1R0zXVU73zPr/AZ6qrurpnPPswZzDwP/8CADaAHLf36tWrW7dunQGzrq6u3DsGJ4oct/fixYuLiws3AMb8YLgBThQ5bo8cI4scS0CO2yPHyCLHEpDj9sgxssixBOS4PXKMLHIsATlujxwjixxLQI7bI8fIIscSkOP2yDGyyLEE5Lg9cowsciwBOW6PHCOLHEtAjtsjx8gixxKQ4/bIMbLIsQTkuD1yjCxyLAE5bo8cI4scS0CO2yPHyCLHEpDj9sgxssixBOS4PXKMLHIsATlujxwjixxLQI7bI8fIIscSkOP2yDGyyLEE5Li9TI7/enx5dvbwqRsdyuwWu3z8l5tcy+Ci61/y1JBjCchxe5kcP31YM1/Fu+mklt6Gvmj/FxQb52p/gZGBHEtAjtubz/EhGRwyKSwqYZzURdKnUH4TcpFjCchxe/M5ns6g/ZTpxEv0Sc7Dp+EO87upmf7Mflmwm2bLandyU5ePnyaJNTdnV6b1Daasfn+7j5/rn2G43OinlPFndFLIsQTkuL3ZHOtUDVqkmIR1GYoDF57iqtUNp3br8+Zm04VmOqxet94fi88I14/MBFvr2XClH4VbqMfBKfEW6YaniRxLQI7bm8tx2KTATC3HprqxWRbqF5oS9sP0uumudn14Y9EZ4WBw0Zl9w/MGl3T0mvSU6E5OEjmWgBy3N5fj0SaF0bL6I6Pd7NZOFW64ZXiWkiRwdKfgUDSbbGXGowuVwYlaeHJ/tBfPnyhyLAE5bm8mx4MMGmnEgiODUodrx3cz9LLgtPQKyfTwMoo/Fk+mW9kjdj7dZmRbszg4OHZlCcixBOS4vekcT7QnLZxZZg8kU2am22GmZGOnBSvTC5oDg53squTv6Q0vOn23ehhfx4i2mHkSJ40cS0CO25vO8SCDVhC0dBQOzOMgcBO7KWnj0pXpWK8f7tRdb/ZUPfYHwrtVE5eX3W2oCX+SOaO/ueFQRJzJsQTkuL3JHPu+eb48JkqdqEf9SSpoehC1L9ZN6d2CTczKaFN/OXtGsr5jV03cTcdn1ojuNtw2PDG5VLxnvN/JIscSkOP25v5W3oEmurkOU+OjXU0YciwBOW6vZo5VEvuPi8fso/nIKuSTagvkWAJy3F7dT8emwc7R8sgH47WRYwnIcXsrflmBU0GOJSDH7ZFjZJFjCchxe+QYWeRYAnLcHjlGFjmWgBy3R46RRY4lIMftkWNkkWMJyHF75BhZ5FgCctweOUYWOZaAHLdHjpFFjiUgx+2RY2SRYwnIcXvkGFnkWAJy3B45RhY5loAct0eOkUWOJSDH7ZFjZJFjCchxe+QYWeRYAnLcHjlGFjmWgBy3R46RRY4lIMft/f333zdv3rT//Q5gyrfffuveMThR5Lg99en49u3b/wGm7XY7Ph2fPHLcHjlGFjmWgBy3R46RRY4lIMftkWNkkWMJyHF75BhZ5FgCctweOUYWOZaAHLdHjpFFjiUgx+2tlOMn992fV/XuP3FT1aXXev/7P9zM4YbPw1LP5o/v31/zWW0JOZaAHLe3Yo6XZrHkHC0+z1Ryn30WXk4vj+JLjnFSyHF7J5djZb9QHppjQXbkWABy3F6dHKtWxWWbap1dqGetLnD2M62nDkcr7z8ZbKgP2LMHU8kht4fWHRteLl430t3+eh1/RD1QG/d7mqv0w+FZzshVtmlHjgUgx+0dP8eKmzHF6lfF50Qr3TjYUQ9dzpIZzexsptUjP9cf1YaX66ZGNowXWP6IfqDYWZ/hYOjPy15lm3bkWABy3N6KOQ6FDfJxSoZxn+KREh0ITxysTCPoDbboBnp9sEUyNMIrWv5IMjU53OMq27QjxwKQ4/YOybGJ3oApjG7QWGrmyhWfk6xU+nyZC0+cZ0Sl0/O96HA3iJcYyY4j9+OPJFOTQ/0okV5lm3bkWABy3F6DLyumyhWfk6zUusjGNR67Vn9yNDk5GNki1W/Z8UeSqcmhfpS5yjbtyLEA5Li9DeU4+kibrjRsh7+P1o1cK8h1PBeNwsslgR8zvB9/JJmaHO5xlW3akWMByHF7G8txP0pWWmZJ+v/x42vZJd2Z4Z56XZLjeF2/iVqaXnt4P/5IMjU9zF9lm3bkWABy3F6dHA/oBsVshfLlMtSxZKpjlvRF0/xZTnyWzbORfq4OLxctTC5gDO/HH0mmZoeZq2zTjhwLQI7bWynHq9FxuzYZOxXkWAJy3N41yzE1boEcS0CO27tWOU6+e8WRkGMJyHF71+3LCjRAjiUgx+2RY2SRYwnIcXvkGFnkWAJy3B45RhY5loAct0eOkUWOJSDH7ZFjZJFjCchxe6vlOPzHz+J/mq0+c621LyIYOZaAHLe3To7jPyD8JP03WtQW55h/VKQ2ciwBOW5vlRy3/bRKjmsjxxKQ4/bq5Dj9/KuLONVjM2e5FYN+6gN2brjYUsfVGW7W/pf0zHz4FYmijumpic2xpx05FoAct7dOjn0W0+6FLexDmSSzWzS+2NDD4EC4cmzpyObY344cC0CO21spx1r/SbXLnz4SrOuHg5yqweRiba6xyVw8jlZiPztyLAA5bu+QHPe9DYUlVNwik0DdwoRbHVSyezi9OFjkREM9iG6iL7m5meA87GVHjgUgx+2t+OnY8xEchLLng+q3mlkcLLei4fDErsfUuMyOHAtAjts7ao7ncqjn1FS/02w753KsT0zuxu6V/kf2sCdyLAE5bm+VHMdD3UoXS5PFfkrN9E01PVbF9NNzi/WeczkOJzVzLPq6A/sjxxKQ4/bq5Higy58RNTCcieNoZ/ZbPJdjOzTSY9S4CDmWgBy3t1KOt0fnmBqXIccSkOP2pOSYGh+AHEtAjtuTkWPzpQc1LkWOJSDH7Yn5sgLlyLEE5Lg9cowsciwBOW6PHCOLHEtAjtsjx8gixxKQ4/bIMbLIsQTkuD1yjCxyLAE5bm+lHHf/OF3yzypbbpI/eHZdkGMJyHF7K+b4/ffH/7Cv+Scy1Bw5vi7IsQTkuL01c/z9E/NrHN3pGWwVOZaAHLdXJ8fqA28cVxvdP8zXEtEXFsGEP8P8232sYK051+qPjhwMzo7uIThuZC6HaeRYAnLc3ro5tvkMoqdTqId9jrsj3azbJz48eVDt4+Zcqt10sFP0ONkiKTjG7cixAOS4vZVzPBXDbr5fZ/hhmFZv9GCgv1S8rb/q5OUwixxLQI7bOyTHJo8DPqcudKOR7B7qyURwWjC0xg7GWwRnd4uCx/FaI9ofo3bkWABy3N7qn45dtdWn0zCRYY7nguj6GS8JDkbnBwNzTc9/os5dDqN25FgActzeEXLsenxfpdB3sZu3U9PfP2ija/o9+wv3sdWzY7vuczkMkGMJyHF7x8ixrWD4KbWfN1NRUc2i7n81X9nhQf3n5bpj+kiY40h3hYnLYRY5loAct1cnxwM+t45PqhPOh+2MSulFEe7Yg8HJ4X8pWi0MLmcWdZuMXw4zyLEE5Li9lXLcVhh7I/2rARYhxxKQ4/ZONsdBfpMhliLHEpDj9k4yx0r4tQYtPhA5loAct3eqOUZF5FgCctweOUYWOZaAHLdHjpFFjiUgx+2RY2SRYwnIcXvkGFnkWAJy3N4Wcqz/FMTYPxw3dfxoCm7A/4mOpjdeGTmWgBy3t26O3T8Bl0nTHjk2G41vMzN1KH8D+3ZZ38tG/lBdzZeFHEtAjttbNcc6CfG/OmjU4hzrCV+9DeV4xVvJil4ThRxjGXLc3po5NjW2/2LN2S5MLZg8MU3PWvwNZJ+CtaUc17QjxwKQ4/bq5Fi1YJgCV+PxmOlj1v0n4fzccfPYJK+njoXLlGhBcFwtU/cY7u8mtP5w+ET8zsklxraK76vbZK+b6S6hjvTrzQ79sD+3v+z4Vbq1el131l63oQRToR05FoAct7dejnUC3MGwDJr5+XcHXAvMaOq4G/ot9KC/XjhluhOti3bwp5l13RZq4HeLNvA7h5dQpraKr54Mp2/GsEfcAnNmMjQP1aPxWzXnh/uZA905yTo/im7DrIu26OzIsQDkuL3Vcqx/uLtjcRAG5ejCMXU8fZwsDKaiVVqwMpkbLHWCM/o18+f64TB8wSp7ILiZ8KlO72kN9tKiTQY7dqcMTg1WJnODpc6OHAtAjts7JMemPgP2Jz34mVeiD15JnH0Fpo4PHieb91N6h/64FuwZ7ZAO9ajX7eHXzJ7bD6NnsORmlD0vYR/2/BX04ehy7pTy16S3I8cCkOP2Vvp0rH+wB9ySKFpaEI6x44PHZtBfr58qTE+0XTjwa6bP1fwwegZLbkbZ7xL6f0dvNR5o7pTC1ySyI8cCkOP21snxoA3RofSnvhtPHU8fJ4npp4LQOMFpye79UD+Kd+tGfs3kuYYfRtdfcjPKXpfQ/zN+q8lrorhTyl6T2I4cC0CO21slx/rHOkqDFhzUD8MidKOp427oSxEnJpwKd0hG0Q7hMNzNnOHv3a+ZPNfwwyR9ZjM/jEbJDsrUnpYbTt/qMLt+B7PQz0Qjv8ZKht6OHAtAjturk+OY/qke1Dg+bOJhqCN64CowdXwsHIY6NjWlhHcxsqwb9leN/oN7/ZqZcxU/NPsEE3aqM3MzypJLWNGtKv5a9rxwBz+l7PmahHbkWABy3N4aOcaJIccSkOP2yDGyyLEE5Lg9cowsciwBOW6PHCOLHEtAjtsjx8gixxKQ4/bIMbLIsQTkuD1yjCxyLAE5bo8cI4scS0CO23v16tWtW7c+QeD8/PzDDz90A3zyifoL9k8//eTeMThR5HgTnj9//gydX3/99ezs7KOPPnJjGP/88497u+BEkWNszoMHD/7XcGNABnKMzTk/P7+6unrjjTd+//13dwgQgBxjW/7888+bN2+qB3fv3v3ss8/sQUACcoxtefDgwXvvvace/PLLL3xfAVHIMbbFflNhH/N9BUQhx9gQ/02FxfcVEIUcY0P8NxUW31dAFHKMDXnnnXd+/PFHNzD4vgJykGNsxcuXL2/evPn69Ws3Nvi+AnKQY2zFo0eP7ty54wYdvq+AHOQYWzH8psLi+woIQY6xCaPfVFh8XwEhyDE2YfSbCovvKyAEOcYmTH1TYfF9BSQgx2jv5cuXZ2dnd+/evdd59913P/74Yze4d++tt97i+wqcPHKMTfjiiy9ceo0bN25cXl66gcGnY5w8cowt4tsJCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnGFpFjCESOsUXkGAKRY2wROYZA5BhbRI4hEDnO+O67785wdDdu3HCPcJ2dn5+/fv3a/Swhhxxn3Lt379mzZ24AYImLi4sXL164AXLIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5BoqR40XIcQY5xtAPP/xwBtTzwQcfqPcVOc4gxxj65ptvfvvtNzcADqaKrH4lxxnkGEPkGHWlOX7x4oXqDhLq/0RcXV25AQLufSMSOUZdaY7Pz8/VJ0Ek7ty5c/fuXTdA5+LiQv1Vyr115CHHqCvNsR0D+/jBcAN5yDHqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOr0mO/3p8eXZ2+fgvN8RGkWOUI8ejOTbxizVOYb0cP31Y68ls71VqT70G6ldyjBLkeDrHD5+6UQv1opmqnOOiV2m9Z9caOUY5ckyOi5HjIXKMcuR4WY7NRB8SnZV+nZl0otiYZU4woQ6rUXCW2ylcrtgz0oKFF4vvVa98+LSfj25luFFnesN0TtPz5mi8sDNzD5PP7uFTN3X5+LF+EO08dddbo+5b/bpHjqs+oeHvz7V4sZAgx0s/HZupviF+VXDcjtzjeKtolauPm4w3GPy0RgeiK7thPOmn5zfqzG0YPYNwYfzUImbZgnuI1w+2nrnSxqgnoX5tkuPlr0/Ve8DhyPF+fysvfNOadKSf4PQZY+9svTj6OQl+BNKfhnCczoUHRn749Gx3SD8OZtOdBjvnNoz3C06feZXicwbXTMfmQHQH0S2N3N9WqaehfiXHKEGOS747NvFQ+hVTJ5jjA+5HQG8TnhNuMvhJCQ6k52nT0+lO6ViZ3zB6bvpwN5h5lZId02um43S9Emw+c53NUa+O+vWwHJvn6wVPPJ7Q3GT2d6I/s7umPh6wh+1iN2UOmcfRzvrIxI3jQOT4kBz378qpE2Y3sm9+N1DCxYM3fX9gdM9gr2TbdKfBzrkNzXSvXzjz5JbeQ7Le6BbNXGZ71Aukfj0gx/p48GzN0KyLXoZkVeZ3ol8bXzUeKfFiI9n6Wv1mXDvkeHmO3ZvYvHX9m3nwznamjmvpXDgenBcc0A+Tu0tPDWbTndKxMruhfi2S9U4mAkvuIVlv2VVPJ6+/ReqFVL8W53jkJdUL9aH4JYpPN6eF+qn4tPi8eBNFH0h/H6Jbmvktx+HI8dIcB29h8+bt3s7mFP/eViP3OD5uTupG5nx/nfhHYXAHwXXtZDAbn6pHwZnhiVo61mY3NINQdBvBlQKZexh9dsOduiunt7th6m7Vr8U5Hnsd3MroNTOvTL+w8HciGmjJYivYfOY6qIAc7/e38rq3bfIG1sN+HJ4Vvsuj3ZKzp/9Emtlbs2//5Mr9tBadabd1g8yJmpuc3FDfYLCfuV8zHz0vqzsvcw/B1fpnF6zv2CvEZ26bul31a2mOzfNNXwf32iSvdrRq9DwreWWjyw7uIVnc6dbNXAY1kOPRHB/HxJt/W4Y/gkf8oTSXuk41rvHpOHlt3UL9Uky+EjO/JcmbLLrs4B6SxZ5deL2+NrqOyDE5nmd+0tMf6CPd9hHDX8uBOR683P2rbR6FgrMLczw4LVnc6y5OjVdFjslxlk2Ed7QfSdOA6/ACBdQdq1/3zHGkf1mjqaidwYthflO6yeR3SOumkjeZHga/gf5SdkmyOGCvEJyJFZDjhjnG6VHNUr/ukeOFTA6jUg6PrCmqP1ZCjskxKlo1x+nH3CPX+GhXE4sck2NUtFaOFVtk75gfVY/bfrnIMTlGRSpb6tdVcoyTR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixygnPMeffvrpxcXF/wGVvPnmm+p9RY5RQniOv/rqqy+//PL/gUr4dIxywnP89ddf//zzz/8BKiHHKEeOyTEqSnP89ttvq0PAnh49euTeOvKQY9SlfqDU+yr6dOxmgJzdbsenY/daAAcjxyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjskxKiLHKEeOyTEqIscoR47JMSoixyhHjj///HP1IgBVkGOUU28gyTl+9uyZevpALVdXV+p9RY5RQniOgTWQY5Qgx0B1UY4/AfZz+/ZtcgzU1ef4+fPnz4C9vX792r11ABzu33//C9vHvwzCCICjAAAAAElFTkSuQmCC)

Рисунок 2.2 - Иерархия классов LogEntry

Мы могли бы переопределить метод ToString(), или же вынести эту ответственность в методы расширения:

public abstract class LogEntryBase

{

public DateTime EntryDateTime { get; internal set; }

public Severity Severity { get; internal set; }

public string Message { get; internal set; }

// ExceptionLogEntry будет возвращать информацию об исключении

public string AdditionalInformation { get; internal set; }

}

public static class LogEntryBaseEx

{

public static string GetText(this LogEntryBase logEntry)

{

var sb = new StringBuilder();

sb.AppendFormat("[{0}] ", logEntry.EntryDateTime)

.AppendFormat("[{0}] ", logEntry.Severity)

.AppendLine(logEntry.Message)

.AppendLine(logEntry.AdditionalInformation);

return sb.ToString();

}

}

Листинг 2.3 – Шаблонный метод на основе методов расширения

У этого подхода есть свои преимущества и недостатки.

**Недостатки**

* "Переменные шаги алгоритма" должны определяться открытыми методами.
* Могут потребоваться приведения к конкретным типам наследников, если не вся информация доступна через призму базового класса (нарушение принципа Открыт/Закрыт).

**Достоинства**

* Упрощается исходный класс (следование принципу Открыт/Закрыт).
* Класс и его методы расширения могут находиться в разных пространствах имен. Это позволит клиентам самостоятельно решать, нужно ли им импортировать метод расширения или нет (следование принципу Разделения интерфейса).
* Существует возможность разных реализаций метода, в зависимости от контекста и потребностей. Метод GetText может иметь одну реализацию в серверной части, и другую - в клиентской.

## Обсуждение паттерна Шаблонный Метод

### Изменение уровня абстракции

Шаблонный метод может применяться классом-наследником повторно при реализации "переменного шага алгоритма", объявленного в базовом классе.

В случае импорта лог-файлов, можно выделить отдельный абстрактный базовый класс LogFileReaderBase, который будет содержать логику чтения файла. Наследнику останется лишь переопределить операцию разбора прочитанной строки.

public abstract class LogFileReaderBase : LogImporter, IDisposable

{

private readonly Lazy<Stream> \_stream;

protected LogFileReaderBase(string fileName)

{

\_stream = new Lazy<Stream>(() => new FileStream(fileName, FileMode.Open));

}

public void Dispose()

{

if (\_stream.IsValueCreated)

{

\_stream.Value.Close();

}

}

protected override sealed IEnumerable<string> ReadEntries(ref int position)

{

Contract.Assert(\_stream.Value.CanSeek);

if (\_stream.Value.Position != position)

\_stream.Value.Seek(position, SeekOrigin.Begin);

return ReadLineByLine(\_stream.Value, ref position);

}

protected override abstract LogEntry ParseLogEntry(string stringEntry);

private IEnumerable<string> ReadLineByLine(Stream stream, ref int position)

{

// Построчное чтение из потока ввода/вывода

}

}

Листинг 2.4 – Базовый класс LogFileReaderBase

Бывает, что Шаблонный Метод "скользит" по иерархии наследования. Исходный "переменный шаг алгоритма" может оказаться довольно сложной операцией, что потребует ее дальнейшей декомпозиции. В результате может появиться еще один абстрактный класс, который еще сильнее разобьет исходные шаги алгоритма на еще более простые и конкретные этапы.

### Стратегия vs. Шаблонный метод

В некоторых случаях, переменный шаг алгоритма является достаточно самостоятельной операцией, которую лучше спрятать в отдельной абстракции.

Например, в предыдущем примере, всю ответственность за разбор строки можно выделить в отдельный аспект - в стратегию разбора записи. При этом, данная стратегия может передаваться как на самом базовом уровне, так и являться деталью реализации конкретного импортера. Вполне возможно, что стратегия разбора будет применяться для всех файловых импортеров, но не применяться в других случаях.

public interface ILogParser

{

LogEntry ParseLogEntry(string stringEntry);

}

public abstract class LogFileReaderBase : LogImporter

{

protected(string fileName, ILogParser logParser)

{

// ...

}

protected override LogEntry ParseLogEntry(string stringEntry)

{

return \_logParser.ParseLogEntry(stringEntry);

}

// ...

}

Листинг 2.5 – Класс LogFileReaderBase, принимающий стратегию ILogParser

**ПРИМЕЧАНИЕ**  
В предыдущей главе уже говорилось о том, что Стратегия обеспечивает гибкость, но и ведет к увеличении сложности. Более разумно, вначале "спрятать" логику разбора строки в классе LogParser, который может принимать формат разбираемой строки. Только если такой гибкости окажется недостаточно, то стоит выделять интерфейс ILogParser.

**Шаблонный метод и обеспечение тестируемости**

Типичным подходом для обеспечения тестируемости является использование интерфейсов. Некоторое поведение, завязанное на внешнее окружение, выделяется в отдельный интерфейс и затем интерфейс передается текущему классу. Теперь с помощью объектов-подделок (или моков, от mock) можно эмулировать внешнее окружение и покрыть класс тестами в изоляции.

Вместо выделения интерфейса можно воспользоваться разновидностью паттерна Шаблонный метод под названием "Выделение и переопределение зависимости" (Extract and Override) (\*). Суть техники заключается в выделении "изменчивого поведения" в виртуальный метод, поведение которого затем можно переопределить в тесте.

(\*) СНОСКА: впервые данный прием был описан Майклом Физерсом в его книге "Working Effectively With Legacy Code", а затем в книге Роя Ошерова "The Art of Unit Testing".

Так, класс LogFileReader можно сделать тестируемым путем вынесения открытия файла в виртуальный метод. Затем, в тестах можно будет переопределить этот виртуальный метод и вернуть экземпляр MemoryStream или своего собственного класса, унаследованного от Stream:

public abstract class LogFileReaderBase : LogImporter, IDisposable

{

protected LogFileReaderBase(string fileName)

{

\_stream = new Lazy<Stream>(() => OpenFileStream(fileName)));

}

protected virtual Stream OpenFileStream(string fileName)

{

return new FileStream(fileName, FileMode.Open);

}

}

// В тестах

class FakeLogFileReader : LogFileReaderBase

{

private readonly MemoryStream \_mockStream;

public FakeLogFileReader(MemoryStream mockStream)

: base(string.Empty)

{

\_mockStream = mockStream;

}

protected override Stream OpenFileStream(string fileName)

{

return \_mockStream;

}

}

[Test]

public void TestFakedMemoryStreamProvidedOneElement()

{

// Arrange

LogFileReaderBase cut = new FakeLogFileReader(GetMemoryStreamWithOneElement());

// Act

var logEntries = cut.ReadLogEntry();

// Assert

Assert.That(logEntries.Count(), Is.EqualTo(1));

}

Листинг 2.6 – Использование Шаблонного Метода в тестах

**ПРЕДУПРЕЖДЕНИЕ**  
Желание протестировать некоторый код в изоляции может привести к ощущению ложной безопасности: код протестирован, а значит в нем нет ошибок. В юнит-тестах практически невозможно покрыть все тонкости, которые могут возникнуть при работе с реальными файлами. При работе с внешним окружением, помимо юнит-тестов обязательно должен быть набор интеграционных тестов, который проверит граничные условия в боевых условиях.

### Шаблонный метод и контракты

Шаблонный метод определяет "контракт" между базовым классом и наследниками, поэтому очень важно, чтобы этот контракт был максимально понятным. Подходящие сигнатуры методов и комментарии могут дать понять разработчику класса-наследника, что ему можно делать, а что - нет. Более подходящим способом формализации отношений между классами является использование принципов проектирования по контракту.

С помощью предусловий и постусловий можно более четко показать желаемое поведение и ограничения методов наследников. Сделать это можно с помощью библиотеки Code Contracts:

[ContractClass(typeof (LogImporterContract))]

public abstract class LogImporter

{

protected abstract IEnumerable<string> ReadEntries(ref int position);

protected abstract LogEntry ParseLogEntry(string stringEntry);

}

[ExcludeFromCodeCoverage, ContractClassFor(typeof (LogImporter))]

public abstract class LogImporterContract : LogImporter

{

protected override IEnumerable<string> ReadEntries(ref int position)

{

Contract.Ensures(Contract.Result<IEnumerable<string>>() != null);

Contract.Ensures(

Contract.ValueAtReturn(out position) >= Contract.OldValue(position));

throw new System.NotImplementedException();

}

protected override LogEntry ParseLogEntry(string stringEntry)

{

Contract.Requires(stringEntry != null);

Contract.Ensures(Contract.Result<LogEntry>() != null);

throw new System.NotImplementedException();

}

}

Листинг 2.7 – Пример использования контрактов с Шаблонным Методом

Предусловия и постусловия в библиотеке Code Contracts задаются с помощью методов класса Contract, таких как Requires, Ensures, Assume и других. Поскольку утверждения задаются с помощью методов, то контракты абстрактных методов и интерфейсов задаются в специальном классе, помеченном атрибутом ContractClassFor.

С помощью предусловий и постусловий разработчик базового класса может четко указать, что методы ReadEntries и ParseLogEntry не могут возвращать null. А также, что значение аргумента position не должно уменьшится после вызова метода ReadEntries.

**ПРИМЕЧАНИЕ**  
Полноценное описание принципов контрактного программирования выходит за рамки данной книги. Лучшим источником по этой теме является книга Бертрана Мейера "Объектно-ориентированное конструирование программных систем", в которой контрактное программирование используется в качестве основного инструмента объектно-ориентированного проектирования. С контрактным программированием на платформе .NET можно познакомиться в моих статьях по этой теме по адресу http://bit.ly/DesignByContractArticles, а также в официальной документации библиотеки Code Contracts.

### Non-Virtual Interface Pattern

### Применимость

Практически всегда, когда у вас в голове появляется мысль о повторном использовании кода с помощью наследования, стоит подумать о том, как можно выразить отношения между базовым классом и его наследником максимально четко. При этом нужно помнить о своих клиентах: как о внешних классах, так и о наследниках: насколько просто создать наследника вашего класса, какие методы нужно переопределить, что в них можно делать, а что – нельзя? Когда и от каких классов иерархии наследования нужно наследоваться? Насколько легко добавить еще одного наследника, не вдаваясь в детали реализации базового класса?

Формализация отношений между базовым классом и наследником с помощью контрактов и Шаблонного Метода сделает жизнь разработчиков наследников проще и понятнее. Шаблонный Метод задает каркас, который четко говорит пользователю, что он может сделать и в каком контексте.

## Примеры в .NET Framework

Примеров использования паттерна Шаблонный Метод в .NET Framework очень много. По большому счету, любой абстрактный класс, который содержит защищенный абстрактный метод является примером паттерна Шаблонный Метод.

WCF просто пропитан этим паттерном. Одним из примеров является класс CommunicationObject, методы Open,Close, Abort и т.д. которого "запечатаны" (sealed), но при этом они вызывают виртуальные или абстрактные методы OnClosed, OnAbort и т.д.

Другими примерами этого паттерна в составе WCF могут служить: ChannelBase,ChannelFactoryBase,MessageHeader, ServiceHostBase, BodyWriter, которые определяют каркас алгоритма и позволяют наследникам задавать лишь некоторые шаги.

Другие примеры:

* SafeHandle (и его наследники) с абстрактным методом ReleaseHandle.
* Класс TaskScheduler, с его внутренним QueueTask и открытым TryExecuteTaskInline.
* Класс HashAlgorithm с его HashCore; класс DbCommandBuilder и многие другие.